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ABSTRACT

This paper provides insight into the creation of a multi-effect outdoor scene utilizing the javascript library, Three.js. The discussion will be centered around the implementation details using shader-based methods of smoothed particle hydrodynamics (SPH), crepuscular rays (God Rays), and a convincing firework effect.
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1 INTRODUCTION

The following paper demonstrates a number of 3D graphics effects using shader-based rendering. The goal for the project was to create a scene utilizing complex effects that blend together to create a visually interesting whole. The work was done utilizing the WebGL and Javascript library Three.js with the goal of emphasizing a seamless blend of the interactions of the GPU and CPU to produce high quality effects in real time. Discussed in the following paper will be the implementation details for the effects. First will be a discussion on Smoothed Particle Hydrodynamics, a meshless technique for estimating the motion of complex fluid. Then the details for the implementation of Crepuscular or God Rays. Finally, the design for a convincing firework effect. Also will be a discussion of integrating complex effect while maintaining a reasonable frame rate.

2 SMOOTHED PARTICLE HYDRODYNAMICS

Smoothed Particle Hydrodynamics is a Langrangian approach to estimating the motion of fluids. The idea behind it is to discretize the fluid into a number of particles, then determine their physical properties by taking a weighted average over a set of local particles. It’s because of this weighted average, in this project done with a cubic spline, for which the smoothed part of the name originates. SPH has advantage compared to traditional fluid simulation approaches because it maintains the conservation of mass, momentum, and energy very naturally in its implementation.

2.1 Implementation of SPH

The design of the SPH effect capitalizes on the ability of the GPU to do a lot of computations in parallel. The foundation of the code relies on a sequence of four framebuffers that store the necessary calculations for each particle before being combined into the new position in the final stage. The first framebuffer calculates the neighborhood of the particle in relation to the grid at that state. At the beginning, a particle’s neighbors are its sequential partners. Later in the simulation, it could be neighbors with any particle. This is a voxel style approach to resolving the neighbors without calculating every particle in the simulation - avoiding an O(n²) bottleneck. The second framebuffer calculates and stores the density of the particle. The third calculates and stores the velocity of each particle. The fourth uses the density and velocity to calculate a new position. The result of this fourth framebuffer is then passed into the next rendering cycle.

2.2 Mathematical Foundations

SPH is a meshless, Langrangian style that relies on the Navier-Stokes equations. The ability to discretize the fluid is key to creating a simulation that can be scaled to different sizes at speeds.

2.2.1 Finding the Physics. To determine the necessary weighting of the neighbors on a particular particle:

\[ \phi(x) = \sum_j m_j \|x - x_j\| W(x - x_j) \]

Note that W is a weighting function based on a cubic spline, and \( m_j, p_j, x_j \) are the mass, density and position of particle j. Then you calculate the density:

\[ p(x) = \sum_j m_j W(x - x_j) \]
Following this, you have to determine the pressure and viscosity forces on a particle:

\[ F_{\text{pressure}}^i = -\sum_j m_j \frac{p_i - p_j}{2p_j} \nabla p_{\text{press}}(r_{ij}) \]

\[ F_{\text{viscosity}}^i = \nu \sum_j m_j \frac{v_i - v_j}{p_j} \nabla v_{\text{visc}}(r_{ij}) \]

Next is determining the internal forces:

\[ F_i = \frac{p_{\text{pressure}}^i + \text{viscosity \_constants}^i p_{\text{viscosity}}^i}{2p_i} \]

This adding in with a constant of -9.8 m/s for gravity is the new velocity. Adding this to the previous position gives us the new position [Harada].

2.3 Trials, Tribulations, and Windows

Three.js is not perfectly fit to be a computational renderer. It has difficulty and idiosyncrasies when it comes to getting textures from framebuffers, and a strange cycle of setting "needsUpdate" booleans. Most of this was solved by a rather slow function of reading the pixels out from the framebuffers. The speed of the computations and this reading was rather slower than hoped, and still remains a bottleneck on the overall program.

For whatever reason, the SPH implementation does not seem to render on Windows in the same manner as it renders on Linux or macOS. Though you would assume the sandboxing of the browser would eliminate problems like this, in this case it did not.

3 CREPUSCULAR RAYS

The crepuscular rays were made through an object, in most cases the sun, emitting its light towards any certain direction. The light is processed through a shader which decays and blurs its light, in where the light emitted from the object will start to be create these streaks of light. The effect is very noticeably seen when an object is placed onto the scene. When the sun begins to shine its lights onto the object, the area behind the object will show more change in its lighting. The light rays will begin sampling after it has hit the object, and then on the 2nd pass start sampling another amount for its rays. The effect in the end show a certain object emitting more visible god rays from it, which was and currently will be taken from the source light object that was made in the beginning.

3.1 The Creation of Light

To make the shader for these god rays, most of the shader work must be done in the fragment shader. It is started first by writing a simple vertex shader for the sun, and then having the sun emit light. Once the source object is finished, sampling of the god rays need to take place. This is where to start the work on the fragment shader. Each pixel of the light is taken into consideration from the light and is modified based on the distance/delta from the current sun position. Based on the input of the taps per pass of the light, the god rays will emit a certain strength and visibility onto the screen. The rays sample the area and checks how much light should be emitted and blurred.

3.2 After Creation, Post-Processing

The effect is primarily a post processing effect in where the frame buffer takes the renders the objects on the screen separate from the render of the god rays. One render will be the light source and occluding objects without the shaders, and the other the objects altogether Thus, there are two sets of frame buffers which when combined and switched to orthogonal projection, create a visual and stunning combination.

4 FIREWORKS

The fireworks were made by utilizing both particle systems and point clouds. Since there are two stages to the actual firework sequence, I was able to rather accurately recreate both the launch and explosion sequences by using the techniques stated above. Using a GPUParticleSystem for the thrusters to represent the sparks that fall off and fade away as the thruster continues in its direction made for a very pleasing animation. Then lastly for the actual explosion
4.1 Thrusters

Figure 4 is an unadulterated (i.e. no noise) GPUParticleSystem which made for a nice depiction of how thrusters shoot off the sparks directly behind it which eventually begin to not only spread out more but made further and further away from its original position until it inevitably loses its spark. Adding Perlin Noise to my GPUParticleSystem pretty much accomplished exactly what I was hoping for. I wanted it seem like it was a windy day and these sparks and thrusters were fighting through to their final destination. As you can see their trails shift from left to right and other directions, while each of their original source spawn stays on course towards its inevitable demise. Each of these firework trails were created by having an array of firework objects each carrying their own set of unique values, which were then put into a for loop in order to spawn all of them and be able to manipulate their position and other variables separately and simultaneously.

4.2 Explosions

Let me preface this by saying people assume that recording firework shows are worthless and just getting in the way of enjoying the moment. Well they are plain and simply wrong because I watched hoursâ€”worth of firework clips in order to try and get a better understanding of the physics behind them. A couple main points I concluded from these videos is that there is an original burst of white light before the actual colored sparks really show. This is depicted above and I am happy with the outcome. The particles from the point cloud spawn from where the thrusters stop or â€œexplode.â€ The size of each is then instantly manipulated by a sin function, since the pixels start so close together this make the explosion seem extremely wide. As these particles shrink the bright light also begin to made, making for a relatively realistic explosion.

5 CONCLUSIONS

In all, the plan for this project was ambitious, but much of it was fulfilled. The effects blend together well, and much was learned from the process both in terms of graphics effects and the struggles of real time rendering, but also in the more practical concerns of the limitations of libraries, and the difficulties of working in a team even a small one.
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